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A joyful game for learning fundamental programming

The core idea in the Code Quest game is that players should collect the cute fantasy creatures
that are called 'critters'. Players can train the critters by giving them instruction scripts build
by real programming code. However, the training is purposefully not called programming in
order to give the game more of a playful, and less of a technical feeling. The main gameplay
consists of collecting interesting critters, training them for racing and entering them into a race
against other players. Races are held on different obstacle courses where the critters compete
either against bots or against other players. Training and racing courses are set in different
environment such as on a beach.

Figure 1. The Dream Beach course

A monster taming game with multi-player options and built in learning analytics

Many educational games for learning how to program are role-playing games (RPGs) built
around puzzle mechanics. An RPG is a game in which participants assume the role of a
character that can interact within an imaginary game world. Less games are designed to have
a focus on training and collecting creatures. The game genre characterised by training and
collecting creatures is called Monster-taming game, inspired by the popular Pokémon saga.
Another under-explored feature of games for developing computational thinking and learning
programming is the multiplayer design. Code Quest implements this option, allowing players
to play against either against the computer or against each other. This dual design allows



researchers to study learning outcomes, gaming behaviour, and the effects of competition
during learning in the field of learning programming.

The game is designed and developed around the 4 pillars of:

1. Collecting: The activity of collecting things has a large appeal as a game element,
especially when the player can collect creatures. The most prominent example of this
is the Pokémon game. Since new creatures are awarded for winning races or for other
achievements the interest in collecting critters has a strong impact on the motivation
of the players to get better at coding, so that collecting new critters becomes easier.

2. Rewards: Rewards are very important for player motivation. The game rewards
victories in races so that players get something out of having created well-working
training scripts for their critters. However, the game also rewards personal
achievements, even if the player doesn’t end up winning the race. Thus, rewards play
an important role in keeping the motivation high for any learning and gaining of
experience. The biggest rewards are new collectable critters, smaller rewards are
special items for the critters and trophies.

3. Competition: The competition element is a well-established way to challenge a player
to become better. The game uses a mixture of players and bots as competitors so that
the player always has the opportunity to win against someone, even if it is too hard to
win first place. Competition should also give players an opportunity to learn from
others.

4. Matching Difficulty: The game uses a smart algorithm to assign competence levels to
players in order to match them with other players or bots that are performing at
comparable levels. This avoids having a beginner crushed by a very advanced player.

Being able to choose between different creatures to play with, compete with other players,
complete challenges and discover new blocks of code to progress with are intended to be the
motivating engine that keeps players interested and motivated.
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Critters love parkours, and
it is important to keep
them busy. Here, | will
show you one.

Figure 2. Training critters by writing code



In a race the player only has limited control over the critters as they are mainly in the role of
a spectator. Winning or losing a race has a lot to do with which critter is selected for the race
track and which commands are given to the critter in the ‘training script’. This is where it is
most important to get new creatures and train them to fit the different circuits. When training
a critter, a player writes down a sequence of commands which the critter will execute in the
race. This could start in a very simple way (“run”, “run”, “run”, “jump”) and then move to more
advanced coding structures with while loops and conditionals. The game never pushes the
player to advance in coding skills, however the competitive aspect and the rewards for winning
races are a huge motivation to improve the performance of the critters, thus leading to players

trying out more advanced code.

Another feature is that the view where the code is implemented mixes both a more visual
part, of predefined code blocks, with a textual part that follows the Python syntax. Python
syntax was chosen for the coding elements since Python is one of the most popular
programming languages which is also widely recommended for school environments in
Europe. It is also easy to learn. In the actual game the players first learn how to give critters
commands in order to guide them through an obstacle course. Commands correspond to
functions in Python but the players will be using predefined functions from the beginning
(such as run, dodgeleft, dodgeRight, jump, etc.) before learning how to create their own
functions.

OVERVIEW CONTESTS | TRAINING SHOP

GENERAL .......%

SEEEREEEE S~

Jump Forward

Move Forward

Figure 3. An advanced level in the Code Quest game

Sections and levels of training mode

In this game the players first learn how to give critters commands in order to guide them
through an obstacle course. Commands correspond to functions in Python but the players will
be using predefined functions from the beginning (such as run, dodgeLeft, dodgeRight, jump,
etc.) before learning how to create their own functions. The game starts with tutorials which
challenge the player to solve a situation, so they are essentially little puzzles that help the
player acquire the skills needed. The tutorials gradually introduce the player to the competitive



racing game in which more critters can be unlocked and rewards can be won. Tutorials that are
recommended to be used as parts of lessons and workshops in programming education.

Players with earlier experience of fundamental programming could skip the tutorials and
immediately start training their critters and enter them into races. However, in educational
settings the strong recommendation is to start with teacher led sessions, where lessons or
workshop activities could be built around the learning sections and levels that are presented
here below.

Figure 4. The training track selection

Section 1: The Game Environment and the Race Tracks

The game has been designed with the idea of being intuitive and with a low initial threshold.
However, to meet the aim of an educational game for all this section can be helpful to get all
learners aboard and feel comfortable in the Code Quest environment. As for all other sections
players could be divided into groups where the players with more experience of gaming and
coding could help the novices.

Level 1: Getting used to how race tracks work

Training mode starts out nice and gently with only one lane, with only one button to make
the critter walk. Here in Level 1, the player is introduced to taking care of a critter and
moving around in the game world. The game interaction starts with only a simple button to
carry out the 'Move forward' command.

Level 2: Learning which individual track types the critter needs to perform different tasks

In the next level a water pit is added, but still with only one lane in the track. Here the player
is introduced to having several possible moves, when a ‘Jump forward button’ has been
added.



Section 2: Patterns and Repetitive Tasks

From this section, and through the rest of the training mode, the player uses the game's coding
menus instead of just simple buttons. Patterns and repetitive task are fundamental as well as
very useful building blocks in both programming and computational thinking.

Figure 5. A track with a coding menu

Level 1: Understanding repetition

A strength of a computer system is the ability to repeat simple instructions very fast. Instead
of pushing a button 10 times to walk 10 steps forward, the instruction can be repeated 10
times in a repetition instruction. Here in Level 1, the user has not learnt about the for loop
yet, so s/he must use the walk forward coding element 10 times.

Level 2: Understanding that a for loop reduces the workload in repetitive tasks

In this level the 10 step of walking forward, is executed with a for-loop. A programming
construction that is a fundamental part of all modern programming languages. The for-loop
coding element has been added and the player is reminded of how s/he had to use the same
coding element 10 times in the previous level. With the difference that the 10 repetitions now
can be executed in a for-loop.

Level 3: Understanding the timing of for-loops

Repetition or, as it is called in Computer science iteration, could be used for more than one
instruction. As an example, an iterated pattern in the Code Quest game at this level isto for
6 iterations, walk forward, then jump and then walk forward again. This should better be
explained in a bit longer activity since this for-loop is the most complex instruction in the
training guide so far.



Level 4: Repetitive Patterns

The training proceeds at this level with a slightly more in-depth use of for-loops, using several
types of instructions in the same loop. The repeated pattern here is to walk forward and to
jump, which is executed 4 times in a row from a for-loop.

Level 5: More Complex Repetitive Patterns

An even more in-depth practice of for loops, with the use of several types of coding elements
in the loop, and also with other code instructions outside of the loops. The training active is
structured as repeat 4 times in a row the execution of: {move forward 2 times and jump one
time}. Moreover, do one jump at the end to reach the desired target.

There are much better ways to do
this. A For Loop reduces the amount
of training we need to setup, as it
repeats the commands we give it
as many times as we want.

Figure 6. Learning about for-loops and repeated patterns at 5 levels with increasing difficulty.

Section 3: Boolean conditions and selection

Several programming constructions such as iteration and selection are controlled by conditions
based on Boolean binary algebra. The algebra part has been simplified to suit the target
audience, but without conditions and selection, no advanced critter training scripts. Selection
is, in almost all programming languages implemented with if- and else-clauses. As all other
code in the Code Quest game the involved code is given, and entered, with executable Python
code.

Level 1: Understanding conditions and the if-statement

This activity involves the creation of a condition that checks if your next tile type is a pit or
ground. The critter should only move forward, if it is a grass tile. Otherwise, do nothing. In
this first level the track is only 1-2 units long, and the player is instructed to use this new coding
elements, the conditions and an if-statement to move forward in the given track.



Level 2: Understanding the else-statement

The if-statements best friend is the complementing else-statement. At this level the
instruction from the previous level is extended as: Create a condition that checks if your next
tile type is a pit or ground. Move forward if it is a grass tile. Otherwise, if it is a pit, do a
jump, or if it is ground, do a walk command. The player should use both the if and the else
part of a condition that leads to different execution paths.

Level 3: Conditions in a for loop

As mentioned earlier conditions are also used to steer repetition structures such as a for-loop.
Here at Level 3 code instructions should be created for a script like: for 5 times, check the next
tile type and jump if it is a pit or walk if it is not. Now the player must use all previous
knowledge from the earlier sections and levels to complete this level. Moreover, this is the first
track that is randomized. Step by step the difficulty level has increased and the player gets
more blocks and skills to create winning critter scripts.
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Figure 7. Combining selection, iteration and conditions in advanced training script

Section 4: Variables and debugging

Without the important component variables, the scripts will never be particularly useful. For
an older target group with a more mathematical background, the variable concept is one of
the first things to introduce. In this game, where the actual coding is a bit hidden, the choice
was to put this important component here in Section 4. Moreover, we find it suitable to
combine activities on variables with the introduction of debugging. To trace errors in code by
checking values of variables is an important part of computational thinking and programming.

Level 1: Understanding variables and the debugger
This level starts out easy by initialising a variable, and for 10 times, to walk forward and add
one to the variable. The debugger shows the current state of the variable at all steps and the



updated value is visualised. Variables are gently and clearly introduced and their values should
be followed and checked by the debugger. While the code is running the debugger shows the
values of the variables that the player uses. This is carried out simple and straightforward here
in Level 1, to provide the basic understanding for more complex constructions in the following
levels.

Level 2: Checking a variable in a loop

The next level is about the combination of a variable and a loop in the steps of.

A variable is initialised and set to the value of 5

A while loop is created with the variable as its iterator

The while loop should be executed until the variable is 0

Inside the while loop the variable is reduced by one in every execution step

At the same time the loop should move a critter one step forward

The player is instructed how to use a while loop with a variable to reach the end of a
track
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Level 3: Constants, variables, conditions and loops combined

Besides of variables a programmer sometimes also uses constants in the code. Both are used
together with conditions to control steering structures such as while and for loops. The
instructions for Level 3 are:

Initialise and set a value to a constant with the name 'trackLength'

Initialise and set a value to a variable that tracks the square that the playeris in
Create a while loop that runs until the critter reaches the end of the track

Inside the while loop, check if a move action or a jump is needed

If critters need to jump, carry out that action and add 2 to the variable, otherwise
move forward and add 1
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As in earlier sections, this last level acts as a checkpoint where the player must use all
previous learnt knowledge and skills.

Section 5: Multiple Lanes

This is the section that presents the full complexity of the game idea, and how more advanced
code should be constructed to solve more complex critter training tasks. From here and
onwards the tracks involves more than one lane, with possibilities to switch lanes.

Level 1: Understanding that it is possible to switch lanes

The player should Move Left one time as there is an obstacle that can’t be passed (such as 3
pits in a row). Build a while loop to walk forward until the track ends, with the use of the track
length constant. Every time when moving forward, add one to a variable. This is a simple level
where the player gets used to seeing and using several lanes.

Level 2: Maze Runner
Build a while loop that moves forward until the track ends. Use track length constant as in
Level 1. If there is an obstacle in front such as a stone block that can’t be passed in any way,



check if it is possible to move left or right. Depending on the result, move left or right, and if
nothing is in front of the critter, just move forward. Every time when moving forward, add one
to a variable. This level is in a maze where the player must be comfortable with coding and
moving in between lanes to complete the task.

Level 3: Loops inside Loops

To write code with loops inside loops is a frequently used technique in programming, but not
that easy to understand in detail. This is carried out in this level in a race track on which the
critter has to:

1. move all the way to the right

2. then 2 steps forward,

3. then all the way to the left

4. then two steps forward

5. then all the way to the right again

The two loops should be coordinated as:
1. The outer loop counts how far the critter has come and moves the critter forward
2. Theinner loop moves critter either to the right or to the left until it reaches the edge

A complex level where the player must be fully aware of the effects of the coding in order to reach
the end, using various techniques from all the previous sections.

Section 6: Simple Functions

Functions in Python, or any other programming language, is much the same as coordinating
instructions in a mathematical function. Once a function is completed and tested, it can be reused in
other scripts for solving a specific task. A lesson learnt is that the function concept in programming is
a bit hard to grasp and use for beginners. For that reason, the concept was placed here in Section 6.

Level 1: A Simple Function
As always, the first level starts out nice and gently, and here it is about defining a simple
function that lets you jump, move, jump and jump. Building on techniques learnt in the
previous section:
1. Write a while loop that lasts until the track ends (use the track length constant)
2. Inthe loop, always move until you find a pit.
3. If you find a pit, execute the function

Level 2: Side to Side Functions
This level gets a bit more complex when several collaborating functions should be defined:

1. Define a function that lets you moves you all the way left

2. Define a function that moves you all the way right

3. Write a while loop that lasts until the track ends (use the track length constant)
4. Inthe loop, always move until you find a pit

5. If you find a pit, jump over it

6. If you find a stone obstacle, use one of the movement functions

7. Atthe end of the function, if you're still in an obstacle, use the other function



Section 7: Character Ability introductions (Tim elaborates here)

Level 1: Critter Abilities

This level introduces the fact that critters have special abilities and how that affect the gameplay. As
an example, players are informed how the critter Frogette can navigate. This illustrates that players
can finish the level without jumping, and just by walking on water.

After training comes gaming
Code Quest is built around the idea of combining the initial learning with joyful gaming where
programming skills should be practiced.
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Figure 8. After training comes gaming

Learning to program should be fun, and the training sections should better be combined with
playing sessions. Players would then understand the connection between training, coding
skills and successful gaming. The exact mix and progression tempo will always be depending
on both the learner group and the individual players. Some players learn fast and develop a
strong passion for programming. As a teacher or instructor, you will probably get questions
about coding details or programming syntax that can be hard to answer. There are many good
resources on the Internet for programming and Python code examples. One that has been
thoroughly developed and covers both fundamental and advanced programming in Python is
the one on: https://python-course.eu/python-tutorial/

Happy Gaming, Happy Coding!

/The Gaming4Coding Team
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